Math 327 Chapter 4 Homework

### \_\_ Michael Streyle \_\_

# Code for 4.3b  
# Open the data file, CH01PR2.txt  
mydata <- read.table(file.choose(),header=F,col.names=c("Y","X"))  
  
xname = "Service Time (minutes)"  
yname = "Copiers Serviced (#)"  
  
attach(mydata)  
  
myfit <- lm (Y ~ X)  
myfit

##   
## Call:  
## lm(formula = Y ~ X)  
##   
## Coefficients:  
## (Intercept) X   
## -0.5802 15.0352

summary(myfit)

##   
## Call:  
## lm(formula = Y ~ X)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -22.7723 -3.7371 0.3334 6.3334 15.4039   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.5802 2.8039 -0.207 0.837   
## X 15.0352 0.4831 31.123 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 8.914 on 43 degrees of freedom  
## Multiple R-squared: 0.9575, Adjusted R-squared: 0.9565   
## F-statistic: 968.7 on 1 and 43 DF, p-value: < 2.2e-16

qt(.9875, 43)

## [1] 2.322618

confint(myfit, level=.975)

## 1.25 % 98.75 %  
## (Intercept) -7.092642 5.932329  
## X 13.913221 16.157275

# Fit a regression through the origin, for 4.16a  
int0fit = lm (Y ~ 0 + X)  
int0fit

##   
## Call:  
## lm(formula = Y ~ 0 + X)  
##   
## Coefficients:  
## X   
## 14.95

confint(int0fit, level=0.90)

## 5 % 95 %  
## X 14.56678 15.32767

predict(int0fit, data.frame(X=c(6)), interval="prediction", level=.90)

## fit lwr upr  
## 1 89.68338 74.69559 104.6712

# Plot the data  
plot.new()  
plot(X, Y, xlab=xname, ylab=yname, main="Regression Through the Origin")  
abline(myfit)
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# save the residuals  
int0resid = int0fit$residuals  
sum (int0resid)

## [1] -5.862797

# Plot residuals vs fitted  
plot.new()  
plot (int0fit$fitted.values, int0resid, xlab=paste(yname, "fitted values"), ylab="Residuals", main="Regression Through Origin - Residuals vs Fitted")  
abline(h=0)
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# Lack of fit test  
full = lm (Y ~ 0 + as.factor(X))  
anova(int0fit, full)

## Analysis of Variance Table  
##   
## Model 1: Y ~ 0 + X  
## Model 2: Y ~ 0 + as.factor(X)  
## Res.Df RSS Df Sum of Sq F Pr(>F)  
## 1 44 3419.8   
## 2 35 2797.7 9 622.12 0.8648 0.5644

qf(.99, 9, 35)

## [1] 2.963012

4.17c. Lack of fit test. State hypotheses, decision rule (can be in terms of p-value), and conclusion.

# inverse prediction using the GPA data.  
# Need to read in the GPA data, and change variable names.  
mydata2 <- read.table(file.choose(),header=F,col.names=c("Y","X"))  
xname = "ACT"  
yname = "GPA"  
attach(mydata2)

## The following objects are masked from mydata:  
##   
## X, Y

myfit = lm (Y ~ X)  
plot (X, Y, xlab=xname, ylab=yname, main="Inverse Prediction")  
abline (myfit)

![](data:image/png;base64,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)

b0 = myfit$coeff[1]  
b1 = myfit$coeff[2]  
xnew = (3.4 - b0)/b1  
summ = summary (myfit)  
mse = summ$sigma^2  
n = length(Y)  
numer = (xnew - mean(X))^2  
denom = sum ((X - mean(X))^2)  
s.predx.sq = (mse/b1^2)\*(1 + 1/n + numer/denom)  
xnew.lower = xnew - qt(0.90, n-2)\*sqrt(s.predx.sq) # Change confidence level, as needed  
xnew.upper = xnew + qt(0.90, n-2)\*sqrt(s.predx.sq) # Change confidence level, as needed  
xnew.lower

## (Intercept)   
## 12.0481

xnew.upper

## (Intercept)   
## 54.1917

# Prediction and Confidence interval for predicted X value at Y=16  
data.frame(Xnew = c(xnew), Lower = c(xnew.lower), Upper = c(xnew.upper), row.names=c("Prediction"))

## Xnew Lower Upper  
## Prediction 33.1199 12.0481 54.1917

# Equation to check the reasonableness of the interval, equation 4.33, p. 170 should be approx. < 0.1  
eqn4.33 = (qt(0.90, n-2)^2)\*mse/(b1^2 \* denom)  
eqn4.33

## X   
## 0.1797486